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**Problem Statement: Predicting IMDb Scores**

**Dataset Link:**

[**https://www.kaggle.com/datasets/luiscorter/netflix-original-films-imdb-scores**](https://www.kaggle.com/datasets/luiscorter/netflix-original-films-imdb-scores)

**Introduction:**

In this phase, we embark on the journey of building the IMDb score prediction model. The first step is to acquire the movie dataset and prepare it for analysis. This involves data loading, cleaning, and feature engineering, setting the foundation for model training and development.

**Step 1: Data Loading**

* **Data Sources:** Identify and retrieve the movie dataset from the chosen sources, including IMDb, genre databases, premiere date records, and language information.
* **Data Formats:** Ensure that the data is available in suitable formats for analysis, such as CSV, JSON, or databases. If necessary, convert and unify data from multiple sources.
* **Data Inspection:** Begin by inspecting the dataset to gain a preliminary understanding of its structure, the nature of the features, and the quality of the data.

data = pd.read\_csv("/content/NetflixOriginals.csv",encoding = "ISO-8859-1")

dataDate = data.copy()

data.head()

output:

|  | **Title** | **Genre** | **Premiere** | **Runtime** | **IMDB Score** | **Language** |
| --- | --- | --- | --- | --- | --- | --- |
| **0** | Enter the Anime | Documentary | August 5, 2019 | 58 | 2.5 | English/Japanese |
| **1** | Dark Forces | Thriller | August 21, 2020 | 81 | 2.6 | Spanish |
| **2** | The App | Science fiction/Drama | December 26, 2019 | 79 | 2.6 | Italian |
| **3** | The Open House | Horror thriller | January 19, 2018 | 94 | 3.2 | English |
| **4** | Kaali Khuhi | Mystery | October 30, 2020 | 90 | 3.4 | Hindi |

data.describe().T

output:

|  | **count** | **mean** | **std** | **min** | **25%** | **50%** | **75%** | **max** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Runtime** | 584.0 | 93.577055 | 27.761683 | 4.0 | 86.0 | 97.00 | 108.0 | 209.0 |
| **IMDB Score** | 584.0 | 6.271747 | 0.979256 | 2.5 | 5.7 | 6.35 | 7.0 | 9.0 |

**Step 2: Data Cleaning**

* **Duplicate Removal:** Check for and remove any duplicate records from the dataset, ensuring that each movie is represented only once.

data.info()

output:

<class 'pandas.core.frame.DataFrame'>

RangeIndex: 584 entries, 0 to 583

Data columns (total 6 columns):

# Column Non-Null Count Dtype

--- ------ -------------- -----

0 Title 584 non-null object

1 Genre 584 non-null object

2 Premiere 584 non-null object

3 Runtime 584 non-null int64

4 IMDB Score 584 non-null float64

5 Language 584 non-null object

dtypes: float64(1), int64(1), object(4)

memory usage: 27.5+ KB

* **Handling Missing Values:** Address missing values in the dataset by imputing, removing, or using appropriate techniques to fill in the gaps. Missing values in essential features like IMDb scores may require special attention.

data.isnull().values.any()

output:

False

* **Outlier Detection:** Identify outliers in the data that could skew predictions and determine the appropriate action for handling them, which might include trimming, transformation, or additional feature engineering.

data.isnull().sum()

output:

Title 0 Genre 0 Premiere 0 Runtime 0 IMDB Score 0 Language 0 dtype: int64

**Step 3: Feature Engineering**

* **Feature Selection:** Review the available features and select the most relevant ones for IMDb score prediction. Consider factors like genre, premiere date, runtime, and language.

dataDate["Premiere"] = dataDate["Premiere"].apply(lambda x: "".join(x for x in x.replace(".",",")))

dataDate["PremiereDate"] = dataDate["Premiere"].apply(lambda x: datetime.strptime(x, "%B %d, %Y").date())

dataDate["Year"] = dataDate["Premiere"].apply(lambda x: "".join(x for x in x.replace(",","").split()[-1]))

#Convert object to date

dataDate["PremiereDate"] = pd.to\_datetime(dataDate["PremiereDate"])

dataDate

output:

|  | **Title** | **Genre** | **Premiere** | **Runtime** | **IMDB Score** | **Language** | **PremiereDate** | **Year** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | Enter the Anime | Documentary | August 5, 2019 | 58 | 2.5 | English/Japanese | 2019-08-05 | 2019 |
| **1** | Dark Forces | Thriller | August 21, 2020 | 81 | 2.6 | Spanish | 2020-08-21 | 2020 |
| **2** | The App | Science fiction/Drama | December 26, 2019 | 79 | 2.6 | Italian | 2019-12-26 | 2019 |
| **3** | The Open House | Horror thriller | January 19, 2018 | 94 | 3.2 | English | 2018-01-19 | 2018 |
| **4** | Kaali Khuhi | Mystery | October 30, 2020 | 90 | 3.4 | Hindi | 2020-10-30 | 2020 |
| **...** | ... | ... | ... | ... | ... | ... | ... | ... |
| **579** | Taylor Swift: Reputation Stadium Tour | Concert Film | December 31, 2018 | 125 | 8.4 | English | 2018-12-31 | 2018 |
| **580** | Winter on Fire: Ukraine's Fight for Freedom | Documentary | October 9, 2015 | 91 | 8.4 | English/Ukranian/Russian | 2015-10-09 | 2015 |
| **581** | Springsteen on Broadway | One-man show | December 16, 2018 | 153 | 8.5 | English | 2018-12-16 | 2018 |
| **582** | Emicida: AmarElo - It's All For Yesterday | Documentary | December 8, 2020 | 89 | 8.6 | Portuguese | 2020-12-08 | 2020 |
| **583** | David Attenborough: A Life on Our Planet | Documentary | October 4, 2020 | 83 | 9.0 | English | 2020-10-04 | 2020 |

584 rows × 8 columns

* **Deriving New Features:** Create new features that could enhance the model's predictive power. For example, you might derive features like the release month from the premiere date or the number of genres associated with a movie.
* **Encoding Categorical Data:** If the dataset includes categorical data (e.g., movie genres or languages), encode it into numerical form using techniques like one-hot encoding.

data[data["Runtime"]>=120]["Language"].value\_counts()

output:

![](data:image/png;base64,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)

**Step 4: Data Splitting**

* **Training, Validation, and Testing Sets:** Divide the dataset into three subsets: training, validation, and testing data. The split ratios should be chosen based on the size of the dataset and can often follow the 70-15-15 rule.
* **Randomization:** Randomly shuffle the data before splitting to ensure that the subsets are representative of the overall dataset and avoid bias.

from sklearn.model\_selection import train\_test\_split

x\_train, x\_test, y\_train, y\_test = train\_test\_split(x\_sc,y, test\_size=0.2, random\_state=0)

**Step 6: Data Preprocessing Documentation**

* **Documentation:** Create detailed documentation that records all data cleaning and preprocessing steps. This documentation is crucial for transparency and repeatability.

Link for the notebook: <https://colab.research.google.com/drive/16F_qPTs5wxYh_poFeqyEYgtmHJMy5c-y?usp=sharing>

**Conclusion:**

In this part of Phase 3, we have set the stage for building the IMDb score prediction model. The dataset is now cleaned, features are engineered, and the data is split for model training and validation. The next part of Phase 3 will focus on selecting and training the machine learning algorithm for IMDb score prediction.